
Computational Thinking

1. Q: What are the four main categories covered in Unit 1 - Principles of Computer Science?

A: The four main categories are Computational Thinking, Standard methods and 

techniques used to develop algorithms, Programming paradigms, and Types of 

programming and mark-up languages. 1

2. Q: What is Computational Thinking?

A: Computational Thinking is a problem-solving approach used in computer science that 

helps break down complex problems into manageable parts. 2

3. Q: What are the four sub-categories of Computational Thinking?

A: The four sub-categories are Decomposition, Pattern Recognition, Pattern Generalisation

& Abstraction, and Algorithm Design. 3333

4. Q: What is Decomposition in Computational Thinking?

A: Decomposition involves breaking down problems and processes into distinct steps, 

identifying and describing problems and processes, and describing them as a set of 

structured steps. 4

5. Q: Provide a simple example of Decomposition.

A: A simple example of decomposition for making jerk chicken includes steps like Work, 

Get paid, Buy chicken, Clean meat, Season meat, Cook meat, Eat food, and Sleep. 5

6. Q: What is Pattern Recognition?

A: Pattern Recognition is identifying common elements or features in problems or systems, 

identifying and interpreting common differences, identifying individual elements, describing 

identified patterns, and making predictions based on them. 6

7. Q: Why is Pattern Recognition important?



A: Pattern Recognition helps spot trends, make predictions, and enables generalizing 

knowledge to apply to new situations. 7

8. Q: What is Abstraction in Computational Thinking?

A: Abstraction is identifying the essential features of a problem and representing them in a 

simplified form, filtering out unnecessary details to focus on essential elements. 8

9. Q: Why is Abstraction important in programming?

A: Abstraction leads to simpler code, reusability, helps break down big problems into 

smaller ones, and facilitates teamwork. 9

10. Q: Give an example of abstraction in everyday life.

A: Driving a car is an example of abstraction; you only need to know how to use the 

steering wheel, gas pedal, and brake pedal, not the exact workings of the engine or brakes.
10

Algorithm Design

11. Q: What is Algorithm Design?

A: Algorithm Design is describing a step-by-step strategy to solve a problem. 11111111

12. Q: Why is algorithm design important?

A: Algorithm design is important for speed (making computers work faster), efficiency 

(saving resources), correctness (ensuring the computer does the right thing), and problem-

solving (breaking down big problems). 12

13. Q: What are two common examples of Algorithm Design representations?



A: Two common examples are Pseudocode and Flowcharts. 13131313

14. Q: What is Pseudocode?

A: Pseudocode is like a rough draft or blueprint for a computer program; it is "text" that 

describes the logic of the system you want to develop. 14141414

15. Q: Is Pseudocode standardized?

A: No, there is no one-size-fits-all standard for pseudocode; you can make it your own, 

mostly. 15

16. Q: Name some keywords that can be used in Pseudocode.

A: Some keywords that can be used are GET, PROCESS, and DO. 16

17. Q: What is a Flowchart?

A: A Flowchart is a visual diagram that uses shapes and arrows to show the steps in a 

process and the order in which things happen. 17

18. Q: What shape represents the start or end of a process in a flowchart?

A: An Oval represents the start or end of a process. 18181818

19. Q: What shape represents an action or step in a flowchart?

A: A Rectangle represents a process, task, or action. 19191919

20. Q: What shape represents a decision point in a flowchart?

A: A Diamond represents a decision point where the flow can go in different directions 

depending on the answer (yes/no questions). 20202020

21. Q: What shape represents input or output of data in a flowchart?



A: A Parallelogram represents input or output of data or information. 21

22. Q: What do arrows represent in a flowchart?

A: Arrows connect the shapes and show the direction of the flow. 22

23. Q: List some benefits of using a Flowchart.

A: Benefits include making complex processes easy to understand visually, improving 

communication and collaboration, finding bottlenecks and inefficiencies, documenting 

processes clearly, increasing efficiency, and reducing errors. 23

Programming Paradigms & Data Handling

24. Q: What are Programming Paradigms?

A: Programming Paradigms refer to the use of standard structures and conventions to build

and develop accurate, efficient, and effective computer code to fulfill identified criteria and 

solve problems. 24

25. Q: What does "Handling data within a program" mean?

A: It involves Date (Data) types and Data structures. 25

26. Q: What are Primitive Data Types?

A: Primitive Data Types are the most basic data types that help make up all others in 

different programming languages. 26

27. Q: Name the four main Primitive Data Types.

A: Integers, Doubles (Floats), Booleans, and Chars/Strings. 27

28. Q: What is an Integer?



A: Integers are whole numbers. 28

29. Q: What is a Double (Float)?

A: Doubles (Floats) are numbers that have a decimal point. 29

30. Q: What is a Boolean?

A: Booleans have a true or false value. 30

31. Q: What are Chars/Strings?

A: Chars/Strings are alphanumeric characters. 31

32. Q: What are Data Structures?

A: Data structures are essential for storing, organizing, and manipulating data efficiently; 

they are built into most programming languages. 32

33. Q: Name the four main Python Data Structures mentioned.

A: Lists, Tuples, Sets, and Dictionaries. 3333

34. Q: Describe a Python List.

A: A list in Python is like a container that can hold a bunch of items in a specific order, 

allowing easy addition, removal, or changing of items. 34

35. Q: What is the difference between Local Variables and Global Variables?

A: Local variables are only usable in the specific section (scope) of code where they are 

defined, while global variables can be used anywhere in the program. 35



Operators

36. Q: List the five Arithmetic Operations mentioned.

A: Addition, Subtraction, Multiplication, Division, and Remainder Division/Modulo. 36

37. Q: What is the Python operator for Addition?

A: + 37

38. Q: What is the Python operator for Subtraction?

A: - 38

39. Q: What is the Python operator for Multiplication?

A: * 39

40. Q: What is the Python operator for Division?

A: / 40

41. Q: What is the Python operator for Remainder (Modulo) Division?

A: % 41

42. Q: What are Relational Operators used for in programming?

A: Relational operators are used to compare two values or expressions and return a 

Boolean result (True or False). 42

43. Q: List the six Relational Operators mentioned in Python 3.

A: Equal to (==), Not equal to (!=), Less than (<), Greater than (>), Greater than or equal to 



(>=), and Less than or equal to (<=). 43

44. Q: What are Boolean Operators used for?

A: Boolean operators are used to combine or modify Boolean values (True or False) in 

logical expressions, helping in decision-making by evaluating conditions. 44

45. Q: Name the three Boolean Operators.

A: AND, OR, NOT. 45

46. Q: When does the Boolean operator "AND" return True?

A: The "AND" operator returns True if both conditions are True; otherwise, it returns False. 
46

47. Q: When does the Boolean operator "OR" return True?

A: The "OR" operator returns True if at least one of the conditions is True; it returns False 

only if both conditions are False. 47

48. Q: What does the Boolean operator "NOT" do?

A: The "NOT" operator reverses the value of a condition; if the condition is True, "NOT" 

makes it False, and vice versa. 48

Built-in Functions

49. Q: What is a Built-in Function?

A: A built-in function is a pre-made function already available in a programming language 

that you can use without creating it yourself, performing common tasks. 49

50. Q: What are the three main categories of Built-in Functions?



A: Arithmetic functions, String handling functions, and General functions. 50

51. Q: Name four Arithmetic functions.

A: Random, Range, Round, and Truncation. 51

52. Q: What is the purpose of the random function?

A: The random function generates a number or value that appears to be chosen by chance,

creating unpredictable results useful for games, simulations, security, and testing. 52

53. Q: What does the range function do?

A: The range function is a shortcut for creating a sequence of numbers automatically, often 

used in loops to repeat a block of code a specific number of times. 53

54. Q: What is the round function used for?

A: The round function makes a number simpler by adjusting it to the nearest whole number 

or to a specific number of decimal places. 54

55. Q: What is Truncation in programming?

A: Truncation means cutting off the decimal part of a number, leaving only the whole 

number part, without rounding the number. 55

56. Q: Name four String Handling functions.

A: Concatenation, Length, Position, and String conversion (integer/float to string, string to 

integer/float). 56

57. Q: What does Concatenation allow you to do with strings?

A: Concatenation allows you to join strings. 57



58. Q: What does the len function (Length) do for strings?

A: The len function is used to check how many characters there are in a string, including 

spaces and punctuation. 58

59. Q: How does string position (index) typically start in Python?

A: In Python, the count for string position always starts from 0 (zero index). 59

60. Q: What is String Conversion?

A: String conversion is the process of converting a string to an integer or float, or converting

an integer or float to a string. 60

61. Q: Name two General Functions.

A: Input and Open. (Print and Range are also mentioned as general functions but were 

covered under other categories). 61

62. Q: What is the input function used for?

A: The input function is a method used to get input from a user using the keyboard. 62

63. Q: What is the open function used for?

A: The open function is used to open files, typically "txt" and "csv" files in Python, and can 

also create the file if it does not exist. 63

Data Validation

64. Q: What is Data Validation?

A: Data validation is the process of ensuring that data entered into a system is correct, 

relevant, and consistent, acting as a quality control check for data. 64

65. Q: What is the goal of Data Validation?



A: The goal of data validation is to prevent bad data from being stored or used, which can 

lead to errors, inconsistencies, and unreliable results. 65

66. Q: List four reasons why it is important to validate data.

A: Data Integrity, Error Prevention, Improved User Experience, and System Stability. 

(Security is also mentioned). 66666666666666666666666666666666666666

67. Q: How does data validation contribute to Data Integrity?

A: Data validation ensures that data is accurate and reliable, which is crucial for making 

good decisions. 67676767

68. Q: How does data validation help with Error Prevention?

A: Data validation catches errors early, before they cause problems, making it easier to fix 

bad data at the source. 68686868

69. Q: How does data validation improve User Experience?

A: Data validation provides helpful feedback to users when they enter incorrect data, 

guiding them to correct it and preventing frustration. 69

70. Q: How does data validation contribute to System Stability?

A: Data validation prevents bad data from crashing the system or corrupting databases. 
70707070

71. Q: How can data validation contribute to Security?

A: Data validation can help prevent malicious data entry, such as SQL injection attacks or 

cross-site scripting (XSS). 71717171

72. Q: Name the four types of Data Validation mentioned.

A: Data Type, Range, Constraints, and Boolean. 72

73. Q: What is Data Type validation?



A: Data Type validation ensures that the data entered is of the expected data type, for 

example, checking if an input is an integer when an integer is expected. 73

74. Q: What is Range Data Validation?

A: Range Data Validation is used to ensure that a value is within a required numerical 

range, for example, an age between 0 and 150. 74

75. Q: What is Constraint Data Validation?

A: Constraint Data Validation involves defining specific rules or limits for data, such as the 

maximum length of a name (e.g., not longer than 30 characters). 75

76. Q: What is Boolean Data Validation?

A: Boolean Data Validation checks if an evaluation results in True or False, for example, 

checking if a name is longer than 30 characters. 76

77. Q: What are Post-check actions in data validation?

A: Post-check actions are steps performed after a validation check is completed, based on 

whether the validation was successful or not (e.g., asking to try again if the age is too high).
77

Control Structures

78. Q: What are the three main Control Structure Categories?

A: Loops, Branches, and Function/Procedure Calls. 78

79. Q: What is the purpose of Loops in programming?



A: Loops provide a way to automate repetitive tasks and avoid writing the same code 

multiple times by repeating a block of instructions. 79

80. Q: Name three types of loops mentioned.

A: Repeat, For, and While. (Break is also mentioned as a keyword used to stop a loop). 80

81. Q: How is a "Repeat Loop" implemented in Python?

A: A "Repeat Loop" is not an actual loop type itself but can be created using a For Loop or 

a While Loop. 81

82. Q: What is a For Loop used for?

A: A For Loop allows you to repeatedly execute a block of code a specific number of times 

or for each item in a collection (like a list, tuple, string, or dictionary), useful when the 

number of iterations is known in advance. 82

83. Q: What is a While Loop?

A: A While Loop is a control flow statement that allows you to execute a block of code as 

long as a certain condition remains true, continuing until its condition becomes false. 83

84. Q: What is the purpose of Branches in coding?

A: Branching lets your code make decisions by using conditions (true/false) to choose 

which code to run. 84

85. Q: Name three branching statements.

A: If, Else, and ElseIf (Elif). (Then is also mentioned as replaceable with else or elif). 85

86. Q: What is an If statement?

A: An If statement is like asking a question ("Is this condition true?"); if the answer is "yes," 

a specific block of code runs; otherwise, it is skipped. 86

87. Q: What is the purpose of an Else If (Elif) statement?

A: Else If (Elif) provides a way to check multiple conditions in sequence, extending the 

basic if statement to check one thing, then another. 87



88. Q: What is the purpose of an Else statement?

A: The Else statement defines a block of code to be executed when a specific condition 

(from an if or elif) is not met, often used to catch all other possibilities and prevent code 

from crashing. 88888888

89. Q: What are Functions in programming?

A: Functions are reusable blocks of code (mini-programs) within a main program that 

perform a specific task, acting like tools in a toolbox. 89

90. Q: What are the three steps involved with functions?

A: Defining Functions, Declaring Arguments, and Calling Functions. 90

91. Q: What keyword is used to define a function in Python 3?

A: The def keyword is used to start a function creation in Python 3. 91

92. Q: What does "Declaring Arguments" mean for a function?

A: Declaring arguments tells the function what it needs to do its work, such as inputting 

numbers for a multiplication function. 92

93. Q: What does "Calling Functions" mean?

A: Calling functions means telling the program to use (execute) the function that was 

previously defined. 93

94. Q: What is the key difference between Functions and Procedures?

A: Functions return a value to the user, while Procedures do not return a value to the user. 
94



Data Structures (Detailed)

95. Q: What is a Single Dimensional Array?

A: (Based on the context, a Single Dimensional Array is a linear collection of data elements

of the same type, accessed by a single index. The document uses Python lists as the 

equivalent example). A Python list like

colors = ["red", "green", "blue"] is an example of a single-dimensional array equivalent. 
95959595

96. Q: What is a Multi-Dimensional Array (2D Array)?

A: A Multi-Dimensional Array (like a 2D array) is a collection of data elements organized in 

rows and columns, essentially an array of arrays. The document uses Python lists of lists, 

e.g.,

colors_2d = [["red", "green", "blue"], ["yellow", "orange", "purple"]]. 96969696

97. Q: What are Records (or Tuples in Python) used for?

A: Records group related data together, acting like a container for different types of 

information, with named fields for easy access, similar to rows in a spreadsheet. 97

98. Q: What is a Python Tuple?

A: A Python tuple is a collection of items, similar to a list, but it is immutable (cannot be 

changed after creation). It's used to group related data. Example:

numbers = (1, 2, 3, 4, 5). 98989898

99. Q: What is a Python Set?

A: A Python Set is an unordered collection of unique items. Duplicate entries are 

automatically removed. Example:

my_set = {5, 6, 7, 7, 8} would result in {5, 6, 7, 8}. 99

100. Q: What is a Python Dictionary?

A: A Python Dictionary stores data in key-value pairs, where each key is unique and 

associated with a value. Example:

person = {"name": "Alice", "age": 30, "city": "New York"}. 100100100100



Computational Thinking Study Questions

1. What are the four main categories of computational thinking discussed in the document?

2. Define computational thinking in your own words.

3. In decomposition, what is the primary goal when breaking down a problem?

4. Using the Jerk Chicken example from the document, explain how decomposition works in a 

real-world scenario.

5. How would you apply decomposition to the task of writing a research paper?

6. What is the main purpose of pattern recognition in computational thinking?

7. Using the FIFA game menu example from the document, explain how pattern recognition 

benefits software development.

8. What is the relationship between pattern recognition and machine learning?

9. Define abstraction in computational thinking and explain its importance.

10.Using the Google Maps example from the document, explain how abstraction works in 

everyday applications.

11.What are the six key elements to consider when compartmentalizing in abstraction?



12.How does the car driving example demonstrate abstraction in real-world scenarios?

13.Why is algorithm design considered a fundamental component of computational thinking?

14.What are the two main methods mentioned in the document for representing algorithms?

15.How does algorithm design contribute to improving computational efficiency?

16.What is the difference between decomposition and abstraction?

17.How can pattern recognition be used to optimize existing code?

18.Explain how computational thinking can be applied to non-computing fields.

19.What role does abstraction play in team-based software development?

20.How does pattern generalization differ from pattern recognition?

21.What are the key benefits of using decomposition in problem-solving?

22.How would you apply computational thinking to organize a large event?

23.Why is it important to filter out unnecessary details during abstraction?

24.How does computational thinking help in making predictions based on identified patterns?



25.What is the relationship between variables and abstraction in programming?

26.How can flowcharts help in algorithm design?

27.What is the purpose of pseudocode in algorithm development?

28.How does computational thinking help in communicating complex problems to others?

29.What role do constants play in abstraction and algorithm design?

30.How can pattern recognition help in debugging code?



Let's tackle these computational thinking questions one by one:

1. Four Main Categories of Computational Thinking:  The four main categories are:

a. Decomposition

b. Pattern Recognition

c. Abstraction

d. Algorithm Design

2. Computational Thinking (Own Words):  Computational thinking is a problem-solving approach 

that involves breaking down complex problems into smaller, manageable parts, identifying 

patterns, abstracting away unnecessary details, and designing step-by-step instructions 

(algorithms) to solve the problem in a way that a computer can understand and execute.

3. Decomposition's Primary Goal:  The primary goal in decomposition is to break down a large, 

complex problem into smaller, more manageable subproblems.

4. Jerk Chicken Example (Decomposition):  Making jerk chicken involves many steps. 

Decomposition breaks this down:

a. Preparing the marinade:  Gathering spices, mixing ingredients.

b. Marinating the chicken:  Placing chicken in the marinade.

c. Grilling the chicken:  Cooking the chicken until done.

d. Serving:  Adding side dishes, garnishing.

5. Decomposition (Research Paper):  Writing a research paper can be decomposed into:

a. Choosing a topic.

b. Conducting research.

c. Creating an outline.

d. Writing individual sections.

e. Editing and proofreading.

6. Pattern Recognition's Purpose:  The main purpose of pattern recognition is to identify 

similarities or recurring themes in data or problems.

7. FIFA Game Menu Example (Pattern Recognition):  FIFA game menus might have similar 

navigation patterns across different versions. Recognizing this allows developers to reuse code

and design consistent user interfaces.

8. Pattern Recognition & Machine Learning:  Pattern recognition is a fundamental aspect of 

machine learning. Machine learning algorithms often rely on identifying patterns in data to 

make predictions or decisions.

9. Abstraction Definition:  Abstraction in computational thinking means hiding unnecessary 

details and focusing on the essential features of a problem or system.

10.Google Maps Example (Abstraction):  Google Maps abstracts away the complex details of 

map data, routing algorithms, and GPS signals, presenting users with a simplified interface to 

find directions.

11.Compartmentalizing in Abstraction:  The six key elements for compartmentalizing aren't 

explicitly mentioned in the document extract provided. Abstraction compartmentalizes by 

grouping related functionalities or data, but the "six elements" would depend on the broader 

context.

12.Car Driving Example (Abstraction):  Driving a car involves many complex processes. 

Abstraction allows drivers to focus on the essential controls (steering wheel, pedals) without 

needing to understand the underlying mechanics of the engine or transmission.



13.Algorithm Design's Importance:  Algorithm design is crucial because it provides the step-by-

step instructions that a computer needs to solve a problem. Without well-designed algorithms, 

computers can't effectively process information.

14.Algorithm Representation Methods:  The two main methods mentioned are:

a. Flowcharts

b. Pseudocode

15.Algorithm Design & Efficiency:  Effective algorithm design leads to more efficient use of 

computational resources (time, memory) by optimizing the steps required to solve a problem.

16.Decomposition vs. Abstraction:  Decomposition breaks a problem down into parts, while 

abstraction simplifies a part by hiding its details.

17.Pattern Recognition & Code Optimization:  Identifying repeated code patterns can lead to 

refactoring and optimization, reducing code size and improving performance.

18.Computational Thinking in Non-Computing Fields:  Computational thinking can be applied to 

fields like cooking (recipe instructions), music (composing algorithms), or event planning 

(organizing tasks).

19.Abstraction in Team-Based Development:  Abstraction allows team members to work on 

different parts of a project without needing to know all the implementation details, promoting 

modularity and collaboration.

20.Pattern Generalization vs. Recognition:  Pattern recognition identifies existing patterns, while 

pattern generalization creates more general rules or models based on observed patterns.

21.Decomposition's Benefits:  Decomposition makes complex problems easier to understand, 

manage, and solve by breaking them down into smaller, more manageable parts.

22.Computational Thinking for Event Organization:  Organizing a large event involves:

a. Decomposing tasks (venue booking, catering).

b. Recognizing patterns (recurring needs).

c. Abstracting details (delegating).

d. Designing algorithms (schedules, logistics).

23.Filtering Unnecessary Details in Abstraction:  Filtering details makes systems easier to 

understand and use by focusing on essential features.

24.Computational Thinking & Predictions:  By identifying patterns in data, computational thinking 

can help build models to make predictions about future behavior or outcomes.

25.Variables & Abstraction:  Variables in programming are a form of abstraction, representing 

data values without needing to know their specific memory location or representation.

26.Flowcharts & Algorithm Design:  Flowcharts visually represent the steps in an algorithm, aiding

in design and communication.

27.Pseudocode's Purpose:  Pseudocode provides a plain-language description of an algorithm 

before it's translated into a specific programming language.

28.Computational Thinking & Communication:  Computational thinking provides a structured way

to break down complex ideas, making them easier to explain and communicate to others.

29.Constants in Abstraction & Algorithms:  Constants represent fixed values that are important 

for both understanding the system (abstraction) and the steps in the algorithm.

30.Pattern Recognition & Debugging:  Recognizing recurring error patterns can help identify the 

root cause of bugs and lead to more effective debugging strategies.



Questions

1. What are the two main examples of Algorithm Design mentioned in the document?

2. How is Pseudocode different from Flowcharts in terms of representation? Explain the key 

distinction between them.

3. In flowchart notation, what does a diamond shape represent and when would you use it?

4. List three benefits of using flowcharts according to the document.

5. What are the essential components needed in a simple pseudocode example for calculating the 

area of a rectangle? Walk through the steps.

6. According to the document, what are the "Key Things To Note" when writing pseudocode? List the 

four main steps.

7. In flowchart notation, what is the purpose of using a parallelogram shape? What does it represent?

8. The document mentions three basic keywords that can be used in pseudocode. What are they?

9. When writing pseudocode for determining the largest of three numbers, why is the "IF" and "ELSE 

IF" structure important? Reference the example given in the document.

10. The document mentions that pseudocode is like a "rough draft or blueprint" for a computer 

program. Explain why this analogy is appropriate and what it means for programmers.



Answers

Here are the answers to the 10 questions about Algorithm Design:

1. Answer: The two main examples are:

- Pseudocode (textual representation)

- Flowcharts (pictorial representation)

2. Answer: Pseudocode is a text-based description of the system's logic, while Flowcharts use shapes

and images to represent the same logic visually. Pseudocode is written in a text format that resembles

programming code, while flowcharts use standardized shapes and arrows to show process flow.

3. Answer: In flowchart notation, a diamond shape represents a decision point. It's used when the 

program needs to make a choice between different paths based on a condition, typically resulting in 

"yes/no" or "true/false" branches in the flow.

4. Answer: According to the document, benefits of flowcharts include:

- Making complex processes easy to understand visually

- Improving communication and collaboration

- Finding bottlenecks and inefficiencies

- Documenting processes clearly

- Increasing efficiency and reducing errors

5. Answer: The essential components for calculating rectangle area in pseudocode are:

- Start

- Input length of rectangle

- Input width of rectangle

- Calculate area = length * width

- Display area

- End



6. Answer: The four key steps to note are:

1. Think about the logic or flow of the program

2. Write this down or think about this in plain English

3. Convert the notes or thoughts into Pseudocode

4. You must use some key words

7. Answer: In flowchart notation, a parallelogram represents input or output of data or information. It's 

used when the program needs to receive data from the user or display information to the user.

8. Answer: The three basic keywords mentioned are:

- Get

- Process

- Do

9. Answer: The IF and ELSE IF structure in the largest number example is important because it 

creates a logical sequence of comparisons. It allows the program to systematically check each 

number against the others to determine which is largest, ensuring that all possible cases are handled 

and only one result is output.

10. Answer: The analogy of pseudocode as a "rough draft or blueprint" is appropriate because:

- Like a blueprint, it provides a plan or outline before actual construction/coding

- It allows programmers to map out their logic without worrying about exact syntax

- It serves as a planning tool that can be easily modified before committing to actual code

- It helps identify potential issues or logical errors before writing the actual program



Questions

Here are 10 questions based on the contents of the file and its topics:

1. What is algorithm design, and why is it important in computing?

2. What are the two main methods used to represent algorithms, and how do they differ?

3. Define pseudocode and explain its purpose in programming.

4. What are some common keywords used in pseudocode, and how do they help in structuring an

algorithm?

5. Convert the following pseudocode into Python code: BEGIN  

INPUT num1  

INPUT num2  

INPUT num3  

IF num1 > num2 AND num1 > num3 THEN  

PRINT "The largest number is:", num1  

ELSE IF num2 > num1 AND num2 > num3 THEN  

PRINT "The largest number is:", num2  

ELSE  

PRINT "The largest number is:", num3  

ENDIF  

END  

6. What are the key steps involved in designing a flowchart?

7. Describe the different shapes used in a flowchart and their meanings.

8. How can flowcharts help in debugging and improving algorithm efficiency?

9. Design a pseudocode algorithm for making a simple decision, such as checking if a number is 

even or odd.

10.Create a flowchart that represents the process of logging into a system with a username and 

password, including a decision point for incorrect credentials.



Answers

Here are the answers to the 10 questions:

1. What is algorithm design, and why is it important in computing?

Answer:

 Algorithm design is the process of creating a step-by-step plan to solve a problem using a computer. 

It is important in computing because it helps break down complex problems into manageable steps, 

improves efficiency, and ensures correctness in programming.

2. What are the two main methods used to represent algorithms, and how do they 

differ?

Answer:

 The two main methods are:

 Pseudocode : A textual representation of an algorithm that uses structured, human-readable 

instructions without being bound to any programming language.

 Flowcharts : A pictorial representation that uses shapes and arrows to visually depict the flow 

of logic in an algorithm.

The key difference is that pseudocode focuses on textual description, while flowcharts provide a 

graphical overview of the algorithm.

3. Define pseudocode and explain its purpose in programming.

Answer:

 Pseudocode is a way of writing an algorithm using structured but informal text that resembles 

programming logic without strict syntax rules. Its purpose is to outline the logic of a program before 

actual coding, making it easier to plan, understand, and communicate the solution.

4. What are some common keywords used in pseudocode, and how do they help in 

structuring an algorithm?

Answer:



 Common pseudocode keywords include:

 INPUT : Takes input from the user.

 OUTPUT : Displays information to the user.

 IF / ELSE : Implements decision-making.

 WHILE / FOR : Represents loops for repeating tasks.

 BEGIN / END : Denotes the start and end of an algorithm.

These keywords help structure an algorithm by making it easier to understand and translate into 

actual code.

5. Convert the following pseudocode into Python code:

Pseudocode:

BEGIN  

INPUT num1  

INPUT num2  

INPUT num3  

IF num1 > num2 AND num1 > num3 THEN  

PRINT "The largest number is:", num1  

ELSE IF num2 > num1 AND num2 > num3 THEN  

PRINT "The largest number is:", num2  

ELSE  

PRINT "The largest number is:", num3  

ENDIF  

END  

Python Code:

num1 = int(input("Enter first number: "))  

num2 = int(input("Enter second number: "))  

num3 = int(input("Enter third number: "))  

if num1 > num2 and num1 > num3:  

    print("The largest number is:", num1)  

elif num2 > num1 and num2 > num3:  

    print("The largest number is:", num2)  

else:  

    print("The largest number is:", num3)  



6. What are the key steps involved in designing a flowchart?

Answer:

1. Identify the problem : Define what the algorithm should accomplish.

2. List the steps : Break down the process into individual steps.

3. Choose flowchart symbols : Use ovals (start/end), rectangles (process), diamonds (decisions), 

and arrows (flow).

4. Draw the flowchart : Arrange symbols logically to show the flow of execution.

5. Review and refine : Ensure the flowchart accurately represents the algorithm and covers all 

cases.

7. Describe the different shapes used in a flowchart and their meanings.

Answer:

 Oval: Represents the start and end of a process.

 Rectangle : Represents a process, task, or action.

 Diamond : Represents a decision point (yes/no or true/false).

 Parallelogram : Represents input or output operations.

 Arrows : Show the direction of flow from one step to another.

8. How can flowcharts help in debugging and improving algorithm efficiency?

Answer:

 Visualization : Helps programmers understand and analyze the logical flow of an algorithm.

 Error Detection : Identifies logical errors, missing steps, or unnecessary loops before coding.

 Optimization : Helps in simplifying or restructuring steps to improve efficiency.

 Documentation : Serves as a reference for developers and non-technical stakeholders.

9. Design a pseudocode algorithm for making a simple decision, such as checking if

a number is even or odd.

Pseudocode:

BEGIN  

INPUT number  

IF number MOD 2 == 0 THEN  

    OUTPUT "The number is even"  



ELSE  

    OUTPUT "The number is odd"  

ENDIF  

END  

10. Create a flowchart that represents the process of logging into a system with a 

username and password, including a decision point for incorrect credentials.

Answer:

Flowchart Description:

1. Start

2. Input Username and Password

3. Check if credentials are correct

a. If Yes → Grant access and display "Login Successful"

b. If No → Display "Invalid Credentials" and ask to re-enter

4. Repeat until correct credentials are entered or maximum attempts are reached

5. End


